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1 Introduction

In concurrent programs different threads running in parallel can access shared memory locations. The semantics of such programs with respect to these memory accesses are defined by a memory model. Since giving strong guarantees on the behaviour of memory accesses in a concurrent setting is expensive on modern hardware architectures, certain programming languages define relatively weak memory models. This allows compilers to generate efficient code for the underlying hardware.

Reasoning about weak memory programs is challenging and therefore there is a need to develop program logics and verification tools which can help prove such programs correct. Relaxed Separation Logic (RSL) [7], Fenced Separation Logic (FSL) [1], FSL++ [2], and GPS [6] are program logics which have recently been developed for the C11 relaxed memory model which is the memory model defined in the current C++ standard. In the following, we will refer to RSL, FSL, FSL++ collectively as the RSL logics (FSL extends RSL and FSL++ extends FSL).

The proofs for weak memory programs using these logics were originally constructed in the interactive theorem prover Coq. While this gives very strong guarantees on the correctness of the proofs, it leads to a lot of manual effort. To alleviate this problem Alexander J. Summers and Peter Müller have shown in [5] how to encode certain features of the RSL logics into Viper [4]. This automates the verification for weak memory programs using these logics. In the bachelor’s thesis of Christiane Goltz [3] a frontend tool
which translates an annotated C++ program into the Viper encoding has been developed.

2 Core Tasks

The main goal of this project is to evaluate the RSL logics with the goal of verifying real-world weak memory programs. The hope is that this evaluation will give a deeper insight into the verification of practical weak memory programs using the RSL logics as well as how to extend the logics to be able to verify a larger class of such programs. To assist the evaluation the Viper tool may be used to automate the proofs.

This goal can be divided into the following core tasks:

- Apply the RSL logics to real-world weak memory programs. Identify the strengths as well as the limitations of the logics with respect to these programs.
- Extend the RSL logics to overcome some of their limitations.
- Verify real-world weak memory programs using the RSL logics along with the introduced program logic extensions.

3 Further Work

Possible extensions for this project are

- Evaluate the difference in annotation overhead when verifying a program using the Viper tool compared to constructing the proof using Coq.
- Potentially identify limitations present in the Viper language/encoding and suggest ways to overcome these limitations.
- Define and implement the encoding of the introduced program logic extensions for Viper.
- Prove soundness of the suggested program logic extensions.
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