Exercise 10

Exercise 1

Give two programs that are output equivalent (i.e. for the same initial state
they result in the same final state) under the concrete domain, and they are
not output equivalent under the interval domain.

Exercise 2
1. The pointer analysis abstract domain is as the mapping:

Labs — ((PtrVar — P(AbsObj)) x (AbsObj x Field — P(AbsObj)))

Define:

the partial order C

(a)
(b) the least (L) and greatest (T) elements
(c) the meet M

)

(d) the join LI
2. The abstraction function o maps sets of states to pointer maps:
P(X) — (Labs — ((PtrVar — P(AbsObj)) x (AbsObj x Field — P(AbsObj))))
and the abstraction function v maps pointer maps to sets of states:
(Labs — ((PtrVar — P(AbsObj)) x (AbsObj x Field — P(AbsObj)))) — P(X)
Here the states are defined as o = (I, (p,r, h)) € ¥ where
[ € Labs
p:Var — Z,

r : PtrVar — Objs U {null}
h : Objs — (Field — Objs U {null} U Z)

(a) Define o and +.



(b) Apply a on the following concrete set of states.
To avoid clutter, we do not write the function p in states. The
initialization locations for the objects are loc(o1) = aq, loc(o2) =
a1, and loc(o3) = as.
S={ (1,{p+— 01,9+ 02},{01.k — 03}),
(2,{p > 02,q — 03},{01.k — 02}),
(2,{p— 01,9 — 01},{01.k > 02})
(3,{p+> 01,9 03},{01.k — 01})

(c) Apply v on
m = {1l ({p— {a1,a2}, ¢~ {az}},{a1.k = {a2}})}

)

}

Exercise 3

In the lecture you have seen the abstract transformer for pointer heap store
p.f = q. Define the remaining abstract transformers for the interval domain:

(object creation) p := newObject!
(compare two pointers) p=q

(pointer assignment) pi=gq

(pointer heap load) p:i=gq.f



